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Abstract: This study intends to investigate how well code 

reviews contribute to higher software quality. A group of 

developers working on the study examine source code to find 

flaws, improve readability, and guarantee compliance with coding 

standards. The research on the effects of code review on defect 

discovery, defect prevention, and code maintainability is given 

together with a thorough overview of the literature on code review 

and software quality. This study has shown that code review is a 

highly efficient way to raise the caliber of software. According to 

the study of several studies and trials, code review significantly 

reduces flaws and improves code maintainability. Code review 

helps to increase client satisfaction by making sure the product 

satisfies their needs. The goal of this study is to highlight the value 

of code review as a quality assurance technique in software 

development workflows. The study's findings provide useful 

information for software development teams by emphasizing the 

advantages of code review for raising software quality and 

customer satisfaction. The results of this study can assist software 

development teams in incorporating code review into their 

workflows as a normal procedure, which would improve software 

quality and cut down on mistakes. In conclusion, this study shows 

that code review is a highly efficient way to raise the caliber of 

software. In terms of fault detection and prevention, code 

maintainability, and customer satisfaction, the study underlines 

the benefits of code review. This study can influence software 

development teams to make code review a common practice by 

highlighting its advantages, which would increase product quality 

and client satisfaction. 
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I. INTRODUCTION 

A. Background 

Code review is a widely used method to find errors and 

raise the quality of software during the development process. 

A code review is a procedure where a piece of code is 

examined by someone other than the author(s) [1]. Before it 

is included into the main codebase, software code must be 

reviewed for errors, bugs, and other problems. The purpose 

of code review is to raise the general level of the software's 

quality, lower the number of errors, and boost its 

dependability. Code review can be done in two ways either 

face to face review or online review such as google meets, 

email and etc.  

Every sophisticated software development project must 

have a code review process that evaluates developer-

submitted code. One of the best QA procedures for software 

projects is code review, which is seen as being quite 

expensive in terms of time and effort but offers significant 

value in terms of spotting errors in code modifications before 

they are committed to the project's code base [2].  

According to the survey done by our team 75% of the 

experts have the habit of conducting code reviews frequently 

while 25% conduct code reviews rarely. Code reviews can be 

carried out either manually or automatically using tools. 

Developers or team members review the code manually and 

offer feedback based on their knowledge and experience. 

Software tools are used in automated code review to examine 

the code and find any potential problems. According to [3] 

website 60% of Developers are using automated tools; 49% 

are using them at least weekly. 

Numerous studies have been conducted to investigate the 

effectiveness of code review in improving software quality. 

These studies have looked at a variety of elements of code 

review, including how it affects maintainability, developer 

productivity, and problem identification. As stated in a blog, 

high quality, on boarding a new employee, knowledge 

exchange, increased consistency and time saving are some 

advantages of code review [4]. 

Creating a robust code review procedure lays the 

groundwork for ongoing development and stops unstable 

code from being released to users. In order to increase code 

quality and make sure that every piece of code has been 

reviewed by another team member, code reviews should be 

incorporated into the workflow of software development 

teams.  
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Another crucial step in transferring knowledge 

throughout a company is the code review procedure. In 

addition to these factors, 76% of developers who participated 

in the 2022 Global DevSecOps Survey indicated code 

reviews are "very valuable” [5]. 

Despite the potential advantages of code review, there are 

some drawbacks to this process as well. For instance, code 

review can take a lot of time and effort from developers. The 

size of the codebase, the complexity of the code, and the 

reviewers' level of experience are other variables that may 

affect how effective code review is [6]. 

Given these factors, additional research is required to 

examine the effectiveness of code review in various situations 

and to discover how to best utilize this technique, with regard 

to some quality criteria including maintainability, testability, 

dependability, security, usability, correctness, efficiency, and 

scalability. The goal of the current study is to advance this 

field of study by systematically reviewing the body of 

literature and analyzing the effectiveness of code review on 

improving software quality. 

B. Problem Statement 

Software development is a process that involves several 

stages, including requirements gathering, design, coding, 

testing, and maintenance. The quality of the software 

produced is essential to its success, and several quality 

assurance practices are employed to ensure that the produced 

software meets the quality standards. Code review is one such 

practice that is used in the software development industry to 

detect errors and improve software quality [9].  

Code review is a process that check the source code by a 

group of developers to identify defects and suggest 

improvements. Code review can be performed manually, 

where developers review code by reading through it, or it can 

be automated, where tools are used to analyse the code and 

identify defects automatically. Code review is also performed 

at different stages of the software development process, such 

as during coding, before testing, or during maintenance [9].  

Even though the use of code review in software 

development is very commonly practiced, its effectiveness in 

improving software quality is still a topic of debate among 

researchers. There’s very little research that were conducted 

to address this problem. While some studies have reported 

significant improvements in software quality metrics such as 

defect density, code maintainability, and overall software 

quality, others have found little or no improvement [7,10]. 

Furthermore, the effectiveness of code review might 

depend on several factors, such as the type of code review, 

the expertise of the reviewers, the complexity of the code, and 

the tools used [8]. The lack of general agreement on the 

effectiveness of code review in improving software quality 

and the factors that influence its effectiveness makes the need 

for further research in this area clear. Therefore, the goal of 

this research paper is to investigate the effectiveness of code 

review in improving software quality and to identify the 

factors that influence its effectiveness. To achieve this goal, 

the following research questions will guide the study: 

1. What is the impact of code review on software quality? 

2. What are the factors that affect the effectiveness of code 

review in improving software quality? 

3. How can code review best be implemented to improve 

software quality? 

To answer these questions, the study will conduct a 

literature review of articles published in the last ten years that 

investigate the effectiveness of code review in improving 

software quality. 

C. Significance of Study 

In software development, code review is a critical practice 

where developers examine the code for potential security and 

quality issues [15]. The review process can take several 

forms, including tool-assisted (TA), over-the-shoulder (OTS), 

peer-to-peer, and pair programming [14]. Despite its 

widespread use, there is still a lack of empirical evidence on 

how different code review methods impact software quality 

[12]. 

Previous research, including Bosu et al.'s work, has 

examined some effectiveness factors of code review, such as 

review duration, size, and the number of flaws found [16]. 

However, additional studies are required to analyze the 

influence of various techniques and review size on code 

review effectiveness, as pointed out by a study conducted by 

Jureczko et al. [14]. 

The present study seeks to contribute to the software 

development field by analyzing the effectiveness of various 

code review methods in identifying quality attributes that 

affect software quality. The authors surveyed software 

engineers at hSenid Mobile Solutions to identify the most 

critical quality attributes for code reviews, and selected eight 

attributes that were highly rated for this study. The study aims 

to compare the effectiveness of different code review 

methods in addressing these quality attributes. 

Code review methods can differ in their impact on the 

selected quality attributes, as each method is conducted in a 

unique way. Tool-assisted code review involves specialized 

tools to facilitate the review process [17], while other 

methods like over-the-shoulder, peer-to-peer, and lead code 

reviews involve direct interaction between the author and the 

reviewer [18]. By comparing the effectiveness of these 

different methods, the study aims to identify which method is 

best suited for detecting and addressing quality issues in 

software development. 

The expected outcomes of this study are: 

• A better understanding of the strengths and weaknesses 

of different code review methods in terms of software 

quality and security. 

• A set of guidelines and best practices for choosing and 

applying code review methods in different contexts and 

projects.  

• A contribution to the improvement of software 

development processes and practices that can enhance 

the quality attributes discussed in this journal. 

This study will benefit the academic community by 

addressing a gap in empirical research on code review 

methods. In addition to benefits for academia and the 

software industry, this work will have larger impacts on 

society.  
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High-quality software is crucial in numerous aspects of 

modern life, such as healthcare, transportation, and banking 

[17]. Improving code review procedures can enhance the 

effectiveness, reliability, and safety of software products, 

benefiting both users and society as a whole [18]. 

Software mistakes can have major effects on patients, 

such as improper diagnosis or therapy. Software faults in the 

transportation industry may result in mishaps or system 

breakdowns with lasting effects [17]. This study offers the 

ability to raise software’s safety and quality across a wide 

range of sectors by enhancing code review procedures [18].  

Moreover, this study may also have economic benefits. 

Software flaws can be expensive, both in terms of the expense 

of repairing them and the impact on users [19]. This study can 

decrease the number of errors that reach the production stage 

by identifying the most efficient code review techniques, 

saving both software development teams and end users time 

and money [19]. High-quality software development can also 

give businesses a competitive edge. 

D. Objectives 

The primary objective of this research study is to 

thoroughly investigate the effectiveness of code reviews in 

improving software quality and to identify the different types 

of code reviewing methods that are commonly used in the 

industry itself. Generally, the intention of a code review is to 

identify and fix errors and other issues in the code, which will 

help to maintain and improve the overall quality of the 

software.  

In this study, the effectiveness of code review will be 

thoroughly discussed, while existing studies are 

comprehensively searched and examined. Additionally, a 

survey will be conducted among software development 

professionals to gather information on their opinions 

regarding code reviews. The survey will include questions 

about the preferred methods of conducting a code review, the 

benefits of code review that most affect the improvement of 

software efficiency, and how effective code review is in 

improving software quality. 

Another important objective of this study is to assess the 

effectiveness of different types of code reviews on software 

quality improvement. There are several code review methods 

that are typically used such as tool assisted reviews, 

automated reviews, peer reviews, walkthroughs, and formal 

inspection.  

Analyzing the effectiveness of these different methods of 

code reviews is very important in order to learn how to 

improve software quality. 

This can help in reducing development time, help to 

improve team collaboration and communication as well. The 

ultimate goal of analyzing the effectiveness of different types 

of code reviews is to identify the most efficient method that 

is suitable for a particular developing environment.  

Another goal of this research study is to identify the 

critical components that affect the success of code reviews. 

The success of code review may be influenced by other points 

as well. One of the main key factors is reviewer expertise. 

There are many studies that show that code reviewer expertise 

is a major factor that affects the success of code reviewing as 

well [15]. Other key factors are code review frequency, code 

review process, code review tools. 

The different types of code reviews methods that are 

commonly used will be examined through this research paper 

as well. There are several code review methods that are 

typically used such as tool assisted reviews, over the 

shoulder, walkthroughs, and formal inspection.  

The impact of code review on various software quality 

attributes, such as code maintainability, testability, reliability, 

security, and usability, will also be discussed in this review. 

Also, another objective of this study is to analyze and 

discuss the relationship between code review and other 

software engineering practices.  

The aim of this study is to provide software developers 

and managers with alternative advice on optimizing their 

software development process and maintaining software 

quality with the collaboration of code reviewing and other 

software engineering practices.  

E. Research Questions 

1. What is the impact of code review on software quality?  

2. What are the factors that affect the effectiveness of code 

review in improving software quality?  

3. How can code review best be implemented to improve 

software quality?  

The first research question will be answered by looking 

into how code review affects the caliber of software. To 

determine the advantages and disadvantages of code review 

and to calculate its effect on software quality, it will be 

necessary to analyze the current literature and case studies. 

The impact of code review in raising software quality will 

be examined in the second research question. In order to learn 

more about software developers' experiences with code 

reviews, including the types of reviews utilized, the 

experience of reviewers, and the degree of automation 

employed in the process, a survey of software developers will 

be conducted. The factors that are most strongly linked to 

successful code review will be found through statistical 

analysis of the data. The third study topic will concentrate on 

the most effective way to use code review to raise the caliber 

of software. In order to do this, best practices for code review 

will be created based on the answers to the first two research 

questions. A controlled experiment will test these best 

practices to determine whether they can actually raise 

software quality. 

In general, the research seeks to provide light on the 

efficiency of code review in raising software quality and to 

pinpoint tactics for enhancing its application. The study will 

advance the discipline of software engineering and help with 

current efforts to enhance software quality by providing 

answers to these research topics. 

II. LITERATURE REVIEW 

Previous research has examined the methods of code 

inspection and code review and how they help to raise the 

caliber of software. Using the CAIS (Collaborative 

Asynchronous Inspection of Software) tool, Stein et al. did 

research on distributed, asynchronous code inspections [18].  
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They discovered that asynchronous inspections utilizing 

CAIS were successful in locating flaws and raising the caliber 

of software. As participants could evaluate code at their own 

pace and on their own schedule, the authors discovered that 

asynchronous inspections were more flexible and effective 

than conventional synchronous inspections. 

In a study he conducted on code inspection practices, 

Laitenburger produced a taxonomy of different code 

inspection methods [19]. Johnson looked into how open-

source software project managers' judgments were affected 

by code review processes [19].  

The study in question examines various facets of code 

review, hence it has been broken up into several subsections, 

each of which discusses a separate field of research. As was 

done in the study by Jureczko et al. [14], the term "patch" has 

been utilized in this study to refer to changesets for 

consistency's sake. 

A. Effectiveness of the Review Process 

The success of code review is influenced by a number of 

factors, which have been thoroughly investigated in 

numerous studies. According to Porter et al. [17] and Sauer 

et al. [21], the essential components in enhancing inspection 

efficacy are the skill of the code reviewer and the adoption of 

superior flaw detection tools. Sauer et al. found that two 

reviewers are the ideal number for the most efficient code 

review, and this result is in line with behavioral studies that 

implies that expert pairs outperform larger groups [20]. 

According to Jureczko et al., over-the-shoulder code 

reviews produce a higher rate of knowledge transfer than 

tool-assisted code review approaches, which can ultimately 

lead to superior software quality. To identify the proper areas 

to which any of these strategies can contribute, more study is 

required [14]. This study will be a longer version of that 

study, and some of its facts and data may originate from it. 

In a study of code reviews in two significant open-source 

projects, Thongtanunam et al. [22] found a connection 

between software quality and both code ownership and 

reviewers’ skill. Code ownership refers to the concept that 

certain developers have greater expertise and responsibility 

for specific parts of the codebase. The study discovered that 

when code ownership algorithms that consider review 

activity were used, there was a positive impact on software 

quality. Additionally, the study found a substantial and 

upward trending link between the likelihood of post-release 

errors and the percentage of reviewers lacking in knowledge. 

This suggests that when reviewers lack knowledge or 

expertise in the area of code they are reviewing, it can 

increase the likelihood of errors being introduced into the 

software after its release. 

These findings imply that the effectiveness of code 

reviewers and their involvement in the process are key 

elements in increasing software quality through code reviews. 

It is important for reviewers to possess the necessary 

knowledge and expertise to effectively review the code and 

provide valuable feedback. 

In a separate investigation into the peer review procedures 

used by the Apache HTTP server project, Rigby et al. [23] 

found that smaller fixes were more likely to result in higher-

quality code and were therefore more likely to be accepted. 

McIntosh et al. looked into the relationship between the 

quality of software and the involvement in and coverage of 

the modern code review process [24]. They found that there 

is a strong correlation between code review participation and 

program quality. There may be up to two and five more post-

release issues for components with low code review coverage 

and involvement, respectively. This suggests that badly 

reviewed code in a complex system can have a negative 

impact on the caliber of software. 

Similar to this, Morales et al. investigated the relationship 

between software design quality and code review practices. 

They found that software components with less review 

coverage or involvement are typically more prone to anti-

patterns than those with more active code review methods 

when measuring software design quality by the prevalence of 

seven different types of anti-patterns. The open-source 

programs Qt, VTK, and ITK were the basis for this case study 

[22]. In a study of a major commercial project, Dos Santos 

and Nunes [23] found that when there were a large number of 

altered lines of code, the review process took longer and 

received fewer comments. This suggests that when 

developers made many changes to the code, it required more 

time for reviewers to go through all the changes and provide 

feedback. 

The study also discovered that having more participating 

teams and reviewers increased contributions to the review 

process, but at the cost of time. This indicates that while 

having more people involved in the review process can result 

in more feedback and discussion, it can also take longer to 

complete the review. 

Ultimately, the study points out that for larger patches of 

code, reviewers were less engaged and provided less 

feedback. This implies that when there are many changes to 

review, it can be more challenging for reviewers to 

thoroughly examine all the changes and provide detailed 

feedback. Communication during code reviews is another 

important factor to consider. In their study on communication 

in code review, Ebert et al. [24] found that confusion was a 

common issue. The study explains that this confusion often 

arose from a lack of clarity and explanation of non-functional 

aspects of the solution. Non-functional aspects refer to 

characteristics of the software that are not directly related to 

its functionality, such as performance, security, and 

maintainability. If these aspects are not clearly explained and 

understood, it can lead to confusion during the review 

process. Additionally, the study found that issues with tools 

and communication could also contribute to confusion during 

code reviews. For example, if there are disagreements or 

unclear communicative objectives between developers, it can 

lead to confusion and delays in the review process. 

This confusion can have several negative effects on the 

code review process. It can result in delays, less effective 

reviews, increased discussions, and lower quality software. 

To address these issues, it is important for developers to 

communicate clearly and effectively during code reviews to 

minimize confusion and ensure that the process is efficient 

and effective. 
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In addition, some discussions may result in a greater 

number of rejected comments. Thus, to some extent, this 

study provides a calculated advantage code reviews can have 

on determining software quality. 

B. Classfication Of Reviews 

The study's research has shown that different methods of 

code reviews produce different amounts of pointless 

comments. An extensive examination into the incidence of 

such remarks in various code review methodologies was done 

by Jureczko et al. According to the study, there were 

significantly more or less nonsensical comments for various 

review kinds. In comparison to over-the-shoulder reviews, 

the researchers found that tool-assisted review procedures 

produced fewer pointless comments [14]. These findings 

imply that the effectiveness and efficiency of the code review 

process can be considerably impacted by the choice of review 

methodology.  

In a research by Mäntylä and Lassenius, which looked at 

23 student Java projects and nine commercial C/C++ 

programs, flaws were categorized. The study found 388 and 

371 flaws in the student and industrial projects, respectively, 

and showed that 75% of the flaws found during code review 

had no effect on the software's apparent functionality. These 

flaws were discovered to improve software evolvability by 

increasing its understandability and modifiability. Code 

reviews can thereby increase software quality by discovering 

flaws that enhance program evolvability. Code reviews can 

help to increase the software's evolvability and, as a result, its 

overall quality by locating and fixing flaws that make it easier 

to comprehend and modify. 

An exhaustive mixed-methods study by Bosu, Greiler, 

and Bird entitled "An Empirical Study at Microsoft" sought 

to identify the elements that contribute to effective code 

reviews. Three parts made up their study: first, they carried 

out a qualitative analysis to determine the features of code 

reviews that engineers found useful. Based on their 

qualitative findings, they subsequently created and verified a 

categorization model that could distinguish between relevant 

and pointless code review feedback. To study the elements 

that contribute to more effective code review feedback, they 

utilized their classifier to analyze 1.5 million review 

comments from five Microsoft projects [13]. 

The researchers found a number of variables that 

influence the worth of code review feedback. For instance, 

they discovered that during a reviewer's first year at 

Microsoft, the proportion of valuable remarks they make 

climbs dramatically, but after that, it tends to stagnate. They 

also found that the proportion of code review comments that 

will help the author of the change is negatively correlated 

with the number of files in the modification. In addition, they 

discovered that for some projects, comparing changes that 

span more than 40 files to those made up of only one file 

could result in a 10% drop in the number of meaningful 

comments [14]. These results emphasize how crucial it is to 

pinpoint the elements that lead to efficient code reviews in 

order to increase their use and, ultimately, improve the quality 

of the software being developed. 

C. Transparency of code 

The knowledge transparency of the code across various 

reviewers and programmers is one of the critical elements 

contributing to well-defined code reviews, according to 

extensive study in this area. This suggests that code reviews 

facilitate developer knowledge sharing and encourage a better 

comprehension of the code base among teams. Developers 

can improve the overall quality of the product and 

significantly reduce the amount of coding errors by 

exchanging expertise and spotting potential problems in the 

code. 

When compared to tool-assisted code reviews, Jureczko 

et al. found that the over-the-shoulder method enhances 

knowledge transfer in MCR. They did, however, note that this 

does not always lead to evaluations of a better caliber. In 

contrast to tool-assisted code reviews, they found that most 

of the comments gathered through the over-the-shoulder 

method were minor, indicating that they did not address any 

significant functional changes that needed to be made to the 

code [14]. However, the authors stress the importance of 

taking knowledge transfer and review quality into account 

when selecting a code review technique because each method 

may have benefits and drawbacks depending on the demands 

placed on it by the project and the team. The expectations, 

results, and difficulties of the existing code review process 

were examined by Bacchelli and Bird [11]. They emphasized 

the importance of team members sharing knowledge and 

working together during the code review process, even if they 

did not directly address knowledge transfer through code 

review. They found that code review promotes knowledge 

sharing, high-quality code, and teamwork in addition to 

finding problems. Additionally, they identified a number of 

issues with code reviews, including the need for effective 

tools and procedures, overcoming reviewer biases, and 

juggling code reviews with other development tasks.  

In their study "Knowledge Transfer in Modern Code 

Review," Caulo et al. looked into whether developers' 

contributions to open-source projects can get better over time 

thanks to the code review procedure. They examined 

numerous peer-reviewed pull requests that developers had 

posted to GitHub, making the assumption that if a developer's 

pull request had previously been reviewed, knowledge had 

been passed on to that developer during the code review 

process. They then evaluated whether, as more of their pull 

requests were examined, the developer's contributions to 

open-source projects got better over time. They failed to 

uncover proof, nonetheless, that the code review procedure 

improved the caliber of developers' contributions [25]. 

However, Jureczko et al. noted that Caulo et al. studied tool-

assisted reviews while Jureczko et al.'s tests showed that 

over-the-shoulder reviews have a considerably bigger 

influence on knowledge transfer [14] and that tool-assisted 

reviews do enhance knowledge transmission to some level. 

As a result, depending on the specific approach taken, the 

efficiency of the code review process in raising software 

quality and fostering knowledge transfer may differ. 

The present study aims to provide insight into selected 

quality attributes of software, informed by the findings of the 

literature studies reviewed during its conduct. 
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III. METHODOLOGY 

Based on a thorough analysis of the current literature, the 

goal of this study is to determine how well code reviews 

contribute to higher software quality. Below is a description 

of the study's methodology. 

Survey: An online survey was administered, which 

consisted of questions pertaining to how code review 

influences various software quality attributes such as 

maintainability, testability, usability, correctness, reliability, 

security, and efficiency. Additionally, participants were 

asked to provide their demographic information, including 

job role and level of experience. Some of the common 

questions that this study covers through the journal are, 

1. How often does the participant participate in code 

reviews? 

2. What is the most effective way to integrate code 

review into the development process for maximum 

efficiency? 

3. Which benefit of code review do participants 

consider the most significant for enhancing software 

efficiency? 

4. How much time does code review typically add to 

the testing process for scalability? 

5. When working on a security-related aspect of a 

software application, how useful have code reviews 

been in helping the participant understand their 

mistakes and adopt safer coding practices. 

6. How do you track and measure the correctness of 

your software over time? 

7. Which aspects of software reliability have 

participants noticed the most significant 

improvements due to code reviews, based on their 

personal experiance? 

Search Strategy: To conduct a systematic review of the 

literature, a structured search strategy is used to identify 

relevant studies: Google Scholar, Scopus, and other journals 

and articles. Inclusion Criteria: Articles must adhere to the 

following inclusion requirements in order to be considered 

for this study: 

1. Accentuate how successful code review is at 

enhancing software quality. 

2. Describe empirically how code review affects 

software quality. 

3. Published in conference proceedings or a peer-

reviewed journal. 

4. Presented in English 

Exclusion Criteria: The following exclusion criteria will 

prevent articles from being included in this study: 

1. Consider subjects other than code quality and code 

review. 

2. Don't include empirical information about how code 

review affects the caliber of software. 

3. Not included in conference proceedings or peer-

reviewed journals 

4. Not in English but written in another language. 

Ethics: This study adhered to ethical standards for human 

subjects' research, which include gaining informed consent 

from each participant and respecting their anonymity and 

privacy. In conclusion, the study employed a mixed-methods 

research design to investigate the contribution of code review 

to higher software quality. Data was gathered through a 

survey and analysis of the code review process, which will be 

evaluated using a combination of qualitative and quantitative 

techniques. The study's findings will enrich the existing 

knowledge on the significance of code review and provide 

suggestions on how to use it most efficiently in software 

development. 

IV. RESULTS 

The study of source code by one or more people in order 

to find and correct errors is known as code review, and it is a 

crucial step in the software development process. Through 

error detection and improved maintainability, code reviews 

can raise the quality of software. The efficiency of code 

reviews has been the subject of numerous research, which 

have also revealed several variables that may affect the 

review process's quality. A survey was conducted to gather 

insights from software developers and practitioners on the 

various methods of code review, their benefits and 

challenges, and their impact on software quality. The poll 

included a number of inquiries about code review and how it 

affects the quality of software. ‘What is the most effective 

way to integrate code review into the development process 

for maximum efficiency? ‘, was one of the main questions 

posted. Five alternatives were given to respondents: 
 

 
Fig 1. Survey results on code review 
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56% of those polled said the best way to incorporate code 

review into the development process was to evaluate the code 

before merging it into the main branch. This method involves 

analyzing code modifications before they are merged into the 

main branch, assisting in the early detection of bugs and 

issues. 

18.8% of respondents thought that performing code 

reviews on a frequent basis (weekly or monthly, for example) 

was the best strategy. With the help of this method, which 

entails periodically reviewing a set of changes, the codebase 

can be reviewed in greater detail over time. 

12.5% of those surveyed said that performing code 

reviews after each commit was the best strategy. This method 

requires analyzing each modification to the code as soon as it 

is committed, giving quick feedback, and spotting mistakes 

early. 

The survey's findings can offer useful information about 

how to incorporate code review into the development process 

for maximum effectiveness and enhanced software quality. 

Another main question that was asked focusing on the 

quality attributes was ‘Which of the following benefits of 

code review do you think is most important for improving 

software efficiency’. Respondents were given four options 

 
Fig 2. Survey results on quality attribute efficiency 

 

Improved code quality, according to 81.3% of 

respondents, is the primary advantage of code review for 

increasing software effectiveness. This advantage includes 

spotting flaws and problems at an early stage of development, 

making sure the code is maintainable, and improving the 

quality of the software product. 

Better developer collaboration, according to 68.8% of 

respondents, is the main advantage of code review. This 

advantage entails encouraging developer collaboration and 

communication, promoting knowledge sharing and 

learning, and developing a sense of shared accountability 

for code quality.  

Most responders (43.8%) thought that lower maintenance 

costs were the most significant advantage of code review. 

Early bug detection reduces the need for time-consuming 

debugging and maintenance labor, which eventually results 

in time and cost savings. 

Faster time-to-market was deemed the most significant 

benefit of code review by 25% of respondents. This 

advantage includes early error and problem detection, 

decreased rework requirements, and eventually faster 

software delivery. 

Another important question that was asked in the survey 

was ‘How can code review help to improve software 

maintainability. ’Respondents were given with three options. 

 

 

 
Fig 3. Survey results on quality attribute maintainability 
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According to the respondents, 81.3% said that the most 

crucial method that code review can increase software 

maintainability is by locating and addressing errors that may 

have an impact on it. This entails going over code updates to 

find any potential problems, including complicated code or 

confusing logic, that can affect the software's capacity to be 

maintained over time. Code review can help to guarantee that 

the codebase is manageable and simple to work with in the 

long run by identifying these problems early. 

According to 87.5% of respondents, one significant way 

that code review can increase software maintainability is by 

making the code easier to read and understand. This entails 

checking updated code to make sure it is simple to read and 

comprehend and that it makes use of clear and breif naming 

conventions, comments, and documentation. Code review 

can make the codebase easier to read and understand, which 

will make it easier to maintain and work with over time. 

According to 75% of respondents, one significant way that 

code review can increase software maintainability is by 

ensuring that the code is compatible with the design and 

specifications. This entails checking updated code to make 

that it adheres to project specifications and is consistent with 

the software's overall design. Code review can make it 

simpler to maintain and update over time by verifying that the 

codebase is consistent and in line with the project goals. 

The findings of this survey can offer insightful 

information about how code review can enhance software 

maintainability, and they can assist firms in streamlining their 

code review procedures to achieve this crucial objective. 

Overall, by considering numerous elements such the 

reviewer's experience, the use of diverse approaches, and the 

involvement of reviewers in the process, the effectiveness of 

code review can be increased. Code reviews are becoming 

more and more crucial as software systems become more 

complicated to ensure software quality and maintainability. 

V. DISCUSSION 

The results imply that code review is a crucial procedure 

that can raise the quality of software. According to the 

research analyzed in this paper, code review can reduce post-

release errors, help uncover issues, and increase knowledge 

transfer. 

The reviewers' level of experience is one of the main 

variables affecting the efficiency of code review. Expert 

reviewers are more adept at spotting errors and enhancing 

software quality, according to the studies examined in this 

paper. The number of reviewers also affects how effective a 

code review is. Two reviewers have been shown to be the 

ideal quantity for the most fruitful code review. 

Asynchronous code review has the potential to be more 

effective and adaptable than synchronous code review, which 

is another significant discovery. Code reviews may be of 

higher quality when conducted asynchronously since 

participants can evaluate the code at their own leisure and on 

their own time. Additionally, depending on the circumstance, 

it may be beneficial to employ various code review 

approaches such as tool-assisted and over-the-shoulder 

reviews. 

The results of this study indicate that code review is a 

useful technique for raising software quality, although there 

are some restrictions and difficulties to consider. One 

drawback is that the size and complexity of the codebase 

being examined may have an impact on how effective code 

review is. Another drawback is that the review's quality can 

be significantly impacted by the reviewers' experience and 

engagement in the review process. Implementing code review 

in practice may also be difficult due to time restrictions and 

reluctance to change. 

The study's findings show conclusively that code review 

is a useful strategy for raising the quality of software. The 

findings imply that asynchronous review and expert 

reviewers can result in higher-quality reviews. But it's crucial 

to consider the restrictions and difficulties associated with 

actually putting code review into practice. Future studies 

could examine the usefulness of code review in various 

situations and investigate methods for resolving 

implementation difficulties. 

VI. CONCLUSION 

     This study has produced convincing evidence in favour of 

the usage of code review as a useful strategy for raising the 

quality of software development after performing a thorough 

analysis into the usefulness of code review on improving 

software quality. The study's findings show that code review 

can significantly raise software quality, especially when it 

comes to lowering defect rates, making software more 

maintainable, and boosting output. 

The advantages of code review are numerous. First and 

foremost, the code review procedure aids in the early 

detection of errors in the development process, before they 

can evolve into expensive and time-consuming issues. This is 

crucial in the software development industry since even the 

smallest mistakes can quickly add up to serious failures. Code 

review can help issues get caught early and stop them from 

getting out of hand, which will ultimately result in a more 

effective development process. 

Additionally, it has been demonstrated that code review is 

a powerful tool for lowering software flaws. This is due to the 

fact that code review promotes developer collaboration and 

information sharing, which aids in finding mistakes and 

potential defects that could have gone unnoticed during 

individual coding efforts. Additionally, the comments and 

recommendations made during a code review can assist raise 

the calibre of the code and guarantee that best practices are 

being followed. 

Finally, code review can enhance the software's ability to 

be maintained, making it simpler for engineers to update the 

code over time. This is due to code review's role in ensuring 

that code is well-structured, well-documented, and written in 

a clear and understandable manner. Code review can assist 

extend the life of software and guarantee that it stays useful 

and relevant over time by enhancing maintainability. 

The implementation of code review still faces difficulties 

despite its many advantages. Constraints of time and 

resources are a significant issue, especially in organizations 

that are already overburdened with competing agendas.  
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As a result, it's crucial to create methods for streamlining 

and increasing the efficiency of code review, such as by 

employing automation tools or creating explicit rules for the 

procedure. Future research has a lot of chances to build on the 

findings of this study, in the future. For instance, more 

research might look into how the effects of code review 

change for other softw0are project types, such as large-scale 

systems or safety-critical applications. Research may also 

examine the effects of various ways to code review, such as 

pair programming or tool-assisted code review. Future study 

can assist improve and modify the practice of code review to 

better fulfil the demands of software engineers and 

organizations by examining these and other issues. In 

conclusion, this study offers compelling evidence in favour 

of the usage of code review as an effective method for raising 

the calibre of software. Code review can help to guarantee 

that software is of good quality and remains relevant over 

time by finding problems early on, minimizing faults, and 

enhancing maintainability. While implementing code review 

still presents some difficulties, continuous research can assist 

in overcoming these obstacles and improving the technique 

to better meet the objectives of software engineers and 

organizations. 
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