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Abstract: De-duplication technology is commonly used to 

decrease the space and bandwidth requirements of services by 

eliminating repeated data and store only a single copy of them.  

Unfortunately, it raises issues relating to security and ownership 

such as, unauthorized users may claim as owner of that file and 

security threat from curious server itself. To overcome these 

issues, Secure Block level de-duplication with Proof of Ownership 

Scheme is proposed in this work. Proof-of-Ownership Scheme 

allows any owner of the same data to prove to the server that he 

owns the data in a robust way. This scheme uses convergent 

encryption and it protects the data from attackers and honest but 

curious server. It also reduces storage space efficiently by 

checking the uniqueness of data at block level. 

 

Keywords: de-duplication, encryption, secure, block.  

I. INTRODUCTION 

Data de-duplication is a process of compression for 

removing the multiple copies of same data in the same 

database or login.  Data de-duplication is operated at the 

file-level, block-level, and bit-level. If two files are having the 

same content with different file name then it would pointed by 

different pointers for the same content.  In block-level 

de-duplication and bit-level de-duplication, it seems the 

content are available within the same file and sometimes it 

may saved in different files in different iterations. Block-level 

is more efficient process than file-level de-duplication. 

Big data is characterized by three features such as an 

volume, variety and analysis need to be done on the data. Big 

data doesn’t equate to any specific volume of data, the term if 

used to describe terabyte, petabyte, and Exabyte. Data may be 

raw or preprocessed using separate software tools before 

analytics are applied.  

To manage encrypted data with de-duplication in an 

efficient way is a practical issue. Current industrial 

de-duplication solutions cannot handle encrypted data. 

De-duplication is suffered from brute-force attacks and it 

raises the issues related to security and ownership. To 

overcome this problem the Proof of Ownership has been 

proposed. Proof of ownership is a protocol used to 

communicate between a prover and verifier. By executing this 

protocol, the provider has to convince the verifier that he/she 
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is an owner of a file. Protection mechanisms against this kind 

of adversary focus on the convergent encryption.  

The main objective of this work is  to eliminate the 

duplicate copy of a redundant file. Each de-duplicated file is 

checked for authorized data owner by implementing the proof 

of ownership protocol, thus it identifies the rightful owner of 

that file. The Proof of Ownership(POW) protocol verifies the 

ownership of the data by generating the hash tree. The hash 

tree is verified by the original hash tree that is generated from 

a file stored on the server. By implementing the proof of 

ownership protocol, the rightful owner of a file can be 

identified by generating block level  Merkle hash tree. 

II. REVIEW OF LITERATURES 

Some research works carried out to reduce the attacks and 

prevent the data and avoid duplication by effective techniques 

which are discussed in this section. Jin Li et al. [1] has 

proposed the convergent encryption technique to encrypt the 

data before outsourcing. The notion of authorized data 

de-duplication was imposed by providing several level of 

privileges for user based on their authentication level.  The 

key generation techniques are also used here to delete the 

duplicate files.  

Mi Wen et al. [2] proposed a another mode of convergent 

key technique by providing session based key management 

technique. In this system, the data owner can verify their 

information is duplicated or not in somewhere without get 

access permission by other data owner in the encrypted form 

itself. Lorena Gonzlez-Manzano and AgustinOrfila [3] 

proposed the preservation of the confidentiality by verifying 

the proof of owner using convergent encryption technique. It 

doesn't require any additional key management algorithm to 

verify the ownership of the data owner.    

Zheng Yan et al. [4] provided the access control mechanism 

on cloud data by verifying the encrypted data in cloud storage. 

This technique integrates the existing re-encryption technique 

with the de-duplication to implement the proposed scheme. 

Jin li et al. [5] gives the suggestion to avoid duplication in the 

stored data by storing data in different servers in the form of 

chunks. The chunks are tagged b secret key that will known 

only to the data owner by secret key sharing mechanism.  

Junbeom Hur et al. [6] suggested the server side 

de-duplication scheme for the encrypted data. This 

considered as the centralized mechanism for data sharing 

where the duplicate data will be removed by the server itself 

with the notification to the data owner. It reduces the overload 

on the individual data owner side and also maintains the cloud 

storage without duplicate data. It also prevent the data leakage 

because of centralized management. Nesrine Kaaniche et al.  
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[7] suggested the side scheme for avoiding duplication in 

the cloud storage by providing the privileges to the data owner 

to verify their data contains any duplication before it going to 

be stored in the public cloud. The usage of symmetric 

encryption is enciphering the file and identifies the 

duplication over the encipher information.    

 Roberto Di Pietro et al. [8] presented a protocol for 

maintaining the ownership of the data owner in de-duplication 

environment. It tries to reduce the computational complexity 

on client side by implementing de-duplication mechanism on 

cloud server. Ruiying Du et al. [9] introduced a technique for 

retrieving the  deleted duplicated information from the cloud 

based on proof of ownership mechanism. This work considers 

the proof of ownership provided by actual owner and based 

on that the data will retrieved for the specific data owner 

based on the request.  Shai Halevi et al. [10] proposed a 

another kind of PoW mechanism by achieving the 

identification of ownership of the client by analysing the piece 

of information provided by the user instead of analyzing 

whole data file. This also makes the attackers to fail in their 

attacking status by only providing the piece of data even in 

cipher text.  

Sairamesh et. al [11] gives the system for sharing data from 

multiple owners in the common cloud on more secure way. 

The key management algorithm is proposed to ensure the 

secure transmission of data among multiple user's. 

Thangaramya et. al [12] used the Map reduce technique to 

share the same data with multiple user's based vertically 

partitioned data mechanism. And the work mentioned in [13] 

discusses about secure data storage with decentralized access 

control. This technique reduces the cost for common server 

for key management.  

III. PROPOSED SYSTEM ARCHITECTURE 

Data de-duplication is carried out for checking data 

redundancy and eliminate the duplicate files. This technique 

is used to improve storage utilization and can also be applied 

to network data transfers to reduce the number of bytes that 

must be sent. A file is encrypted using convergent encryption 

before uploaded. It is a cryptosystem that produces identical 

cipher text from identical plaintext files. For that a tag is 

generated for each file and with that tag, file de-duplication is 

carried out. Each deduplicated file is checked for authorized 

data owner by implementing the proof of ownership protocol, 

thus it identifies the rightful owner of that file. 

The Proof of ownership(POW) protocol verifies the 

ownership of the data by generating the Merkle hash tree. 

Hash trees allow efficient and secure verification of the 

contents of large data structures. Hash trees are a 

generalization of hash lists and hash chains. The proof is 

verified by the original hash tree that is generated from a file 

stored on the server. Figure 1 describes the system 

architecture of the de-duplication on encrypted data using 

proof of ownership.  

A. User Authentication 

The purpose of this module is to provide an authentication 

service, allowing callers to determine whether a 

username/password combination is valid or not. 

Authentication is a process in which the credentials provided 

are compared to those on file in a database of authorized 

user’s information. If the credentials match, the process is 

completed and the user is granted authorization for access. 

This module checks the given username and password is 

correct or not based on already registered details.  

B. Convergent Encryption 

Convergent encryption, also known as content hash keying, 

is a cryptosystem that produces identical cipher text from 

identical plaintext files. This has applications in cloud 

computing to remove duplicate files from storage without the 

provider having access to the encryption keys. The main idea 

of the convergent encryption is that each data owner encrypts 

his data by using a convergent key K with symmetric 

encryptions.  

 

KeyGenCE(M) – K is the key generation algorithm that 

maps a data copy M to a convergent key K. 

 

EncCE(K,M) – C is the symmetric encryption algorithm 

that takes both the convergent key K and the data copy M as 

inputs and then outputs a cipher text C=E(K,M). 

 

DecCE (K,C) – M is the decryption algorithm that takes 

both the cipher text C and the convergent key K as inputs 

and then outputs the original data copyM. 

 

TagGen(M) – T(M) is the tag generation algorithm that 

maps the original data copy M and outputs a tag T(M). 
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Fig. 1. Block level Data De-duplication with  Proof of Ownership 

 

Fig. 2. De-duplication Process 

 

C. Key Generation 

Key generation is the process of generating the key 

using the hash algorithm. A key is used to encrypt and decrypt 

the data whatever data being encrypted and decrypted. To 

apply convergent encryption at the file level, each file should 

be encrypted using the secret key which is derived from the 

file itself. The user has to maintain a secret key for decryption. 

The SHA (Secure Hash Algorithm) is the cryptographic hash 

functions used to generate the unique key based on the file 

content.  

Convergent Encryption(CE) is a deterministic symmetric 

encryption scheme in which the key K is derived from the 

message M itself by computing K = H(M) and then 

encrypting the message as C=E(K,M) =E(H(M),M) where, H 

is a cryptographic hash function and E is a block cipher. 

D. Tag Generation 

Tag generation is the process of generating 

unique file tags for user files using the hash algorithm. 

Convergent encryption algorithm also has a tag generation 

algorithm that derives a tag from a cipher text. The tag of a file 

is generated for checking the de-duplication of a file. Secure 

Hash Algorithm (SHA) is a hash function used in 

cryptography which is used to generate the unique tag based  
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on the ciphertext. After the tag generation, each tag is 

uploaded to the server and it is cross verified with previously 

uploaded tags. If the tag exists, it links that tag to the 

previously existing tag.  

Tag generation algorithm derives a tag T from the 

ciphertext C by itself by computing T=H(C). The cipher text 

is derived from the message M as C=H(K,M)=H(H(M),M) 

where H is a cryptographic hash function and E is a block 

cipher. 

E. De-duplication  

Data de-duplication technique ensures that only one 

unique instance of data is retained in storage. In file level 

de-duplication the data redundancy is exploited on the file 

level and thus only a single copy of each file is stored on the 

server. For de-duplication check, the tag is generated from the 

encrypted file is needed. The de-duplication process is carried 

out by checking the file tag. It checks the newly uploaded tag 

with previously updated tags. If the file tag is not present in 

the previously updated tags the file gets uploaded otherwise, 

the file tag will be linked to the already stored file. It reduces 

the storage space and cost for storage. Figure 2 describes the 

flow of the de-duplication process. 

To perform de-duplication each encrypted file is 

hashed using SHA-256. A 32-byte hash value will be 

generated which is assigned as file tag. Now, file tag is 

uploaded into the server to check redundancy of the file. If 

duplication occurs the file tag will be linked to the previously 

existing tag. Otherwise, it creates a new file.  

F.  Proof of Ownership 

Proof-of-Ownership is an interactive protocol between a 

prover and a verifier. By executing the protocol, the prover 

convinces the verifier that he is the owner of a file stored by 

the verifier. In client side de-duplication anyone in possession 

of the file hash can gain ownership of the file by uploading the 

file hash. Motivated by this observation, proof of ownership 

(POW) has been proposed. A POW scheme is jointly 

executed by the server and client such that the client can prove 

to the server that it is indeed in possession of the file. 

Pseudo code for de-duplication process 

 
Input: File Tags 

Output: Duplicate File Tag 

 

1. f1 and f2  

2. Both file f1 and f1 has a same content 

3. Start with an empty list x [ ] 

4. if tag[f1]== tag[f2] then 

5. The file f2 is deduplicated and need share path of 

file f1. 

6. for i = 0,i <= 10,i + + do 

7. f 1path   randomGenerator.nextInt[i] 

8. end for 

a. fpath    f 1:get path 

9.  path[f1] f 

10. Path of file f1 is assigned to f2 and content has been 

shared. 

11. else 

12. for i = 0,i <= 10,i + + do 

13. newpath   randomGenerator.nextInt[] 

14. end for 

15.  f 2: path newpath; 

16. New path has been assigned for file f2. 

17. end if 

 

 

 

  

 

Fig. 3. De-duplication using Merkle tree 
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G. Block level Merkle Hash Tree 

Merkle tree is a tree in which every non-leaf node is 

labeled with the hash of the labels or values (in case of leaves) 

of its child nodes. In Block level Merkle hash tree, big data 

file is split into equal sized blocks and each block is hashed 

and stored as nodes. Hash trees are a generalization of hash 

lists and hash chains obtained from the above process is 

assigned as a parent of the leaf nodes. This process keeps 

running until a single root is obtained. Server preprocesses the 

file and stores some short information per file (Tags). Figure 3 

provides the structure of the Block level Merkle hash tree. 

When user uploads the file, user has to generate Block 

level Merkle hash tree and has to send the block hash to 

server, server checks for the uniqueness of block hashes sent 

from client. If unique block hash is identified then, the client 

is added as one of the owner of that block and pointer is given 

to that block. So, this proposed scheme efficiently provides 

de-duplication of big data files by checking even for the 

similarity in blocks.  

   

Proof stage: A challenge response is done only during file 

upload.  

Prf: Prover takes a challenge Q and a file M as input, returns 

a response R.  

Ver: Verifier takes a challenge Q, the file M and the response 

R as input, returns that he/she has a file or not.   

IV. EXPERIMENTS AND RESULT ANALYSIS 

 The experiments are conducted in Cloudsim environment 

where the four different instances are created and considered 

as users. Every user's are stored their data in the cloud 

environment and system verifies the occurrence of 

duplication in the stored data by executing the proposed 

technique. Based on that experiments, the performance of the 

proposed technique is evaluated and comparative analysis are 

carried out. Table 1 shows the actual space utilized by 

individual memory in the available space. 

Table I. Space Utilized by Individual user 

User 

Space utilization in GB 

Before De-duplication After De-duplication 

u 1 8.2 8.2 

u2 5.5 0 

u3 2.5 0 

u4 5 5 

 

 

Fig. 4. User Memory Space - Before De-duplication 

 

Fig. 5. Space Utilization of user before and After 

de-duplication 

Figure 4 shows the chart for registered users and how much 

memory space it has occupied before de-duplication. This 

chart shows multiple users trying to upload the same file, in 

which the server that stores each file separately. It consumes a 

lot of memory space to store the same file again. 

Figure 5 shows the chart for registered users and how much 

memory space it has occupied after de-duplication. This chart 

shows multiple users trying to upload the same file, in which 

the server that does not store the file separately. Instead of 

storing the same file, it will provide the reference of that file 

which is already updated by another user. 

V. CONCLUSION 

In recent days, people move to the public cloud to store 

their data and managing their transactions over the cloud 

itself. In this regard, duplication is the important scenario 

where  sometimes data can be deleted by the cloud server to 

avoid duplication or sometimes any other data owner can 

update the duplicate information with their data. This 

proposed system is provided the scheme for de-duplication in 

an encrypted data to maintain the proof of ownership for data 

file. This work supports the data updation in encryption form 

and block level chunking helpful to avoid the overwriting of 

unwanted data in other data owner files.  

The results of our computer simulations further showed the 

practicability of our scheme. In future, the work can be 

extended for dynamic data access control for block level 

de-duplication with proof of ownership, so that the storage 

efficiency and security can be further enhanced. 
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