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A HISTORY OF F#



By and large, the goal of introducing new programming
languages has been to make it simpler to express more
complex behavior.



M ot h e r Just like half of the world's spoken tongues, most of the 2,300-plus computer Code-raker Grady Booch, Rational Software’s chief scientist, is working with the Computer Key

progr g languages are either endangered or As powerh CiC+s, History Musuem in Silicon Valley to record and, in some cases, maintain languages by writing 1934 Year Inirodused
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PREHISTORY






GOTTFRIED LEIBNIZ, 1646-1716




CHARLES BABBAGE (1791-1871) &

ADA LOVELACE: THE
SECRET ORIGIN

IN WHICH is Introduced our Cast of
Characters in an Instructive Biography
of Ada, Countess of Lovelace. Formation

of the POCKET UNIVERSE,

In 1 Part

Lovelace & Babbage Vs.

THE ECONOMIC
MODEL
IN WHICH an entirely unprecedented
Crisis of Debt threatens the REALM and
an Economic Model is constructed.

With Appearance by the Celebrated

Engineer Mr. LK. Brunel.

In 3 Parts




GOTTLOB FREGE (1848-1925) &
GIUSEPPE PEANO (1858-1932)




DAVID HILBERT, 1862-1943




MOSES SCHONFINKEL, 1889-1942




RILBERT'S 23 QUESTIONS, 1900

1900: Hilbert poses his "23 questions” (now known as Hilbert's
problems) at the Second International Congress of
Mathematicians in Paris in 1900.

The second is simply, “Prove that the axioms of mathematics are
consistent.”



PRINCIPIA MATHEI\/IATICAI’,’

*¥0443. F:.a,Bel.dianB=A.=.avBe2 %
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}-.*54'26.3}-:.a=L‘a:.,8=L‘y.D:au,8e2.:—:.d)c Y. .
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F.(1).%11'11'85.D
Fi(gqo,y).a=tz.B=ty.d:avBe2.=.anB=A (2)
Fo(2).%11'54.%52'1 . F. Prop

From this proposition it will follow, when arithmetical addition has been
defined, that 1 +1 =2,



HILBERT'S SECOND PROBLEM,
REDUX. 1928.

Recasts his second problem into three questions:
1) Is mathematics complete?
2) Is mathematics consistent?

3) Is mathematics decidable?



19305



GODEL'S INCOMPLETENESS
THEOREMS, 1931




GODEL STARTED A FAD

=



UNDEFINABILITY THEOREM, 1936

Arithmetical truth cannot be defined in arithmetic.



GODEL STARTED A FAD
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ALAN TURING & HALTING
PROBLEM, 1936

Can you determine, from a description of
an arbitrary computer program and an
input, whether the program will finish
running or continue to run forever?



GODEL STARTED A FAD

L )
Q.d




ENTSCHEIDUNGSPROBLEM, 1936

Can an algorithm be derived that takes a statement of first-order
logic, and determines whether that statement is valid in every
structure satisfying the axioms?

Can a given statement be proven from the axioms, using the rules of
logic?



ALONZO CHURCH




19408 & 19505



EARLY COMPUTERS

/1,72, 73: Z1 proposed 1935, Z3 delivered 1941
ENIAC: 1943 (proposed) 1946 (delivered)

EDVAC: 1944 (proposed) 1949 (delivered)
Manchester Baby: 1946 (proposed) 1948 (delivered)
EDSAC: 1946 (proposed) 1949 (delivered)

Pilot ACE: 1950 (delivered)



JOHN VON NEUMANN, 1903-1957




FORTRAN, 1954

FORTRAR =T ATEMEMT
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FLOW-MATIC, 1935 &
COBOL, 1959

INPUT INVENTORY FILE-A PRICE FILE-B ; OUTPUT PRICED-INV FILE-C UNPRICED-INV
FILE-D ; HSP D .

COMPARE PRODUCT-NO (A) WITH PRODUCT-NO (B) ; IF GREATER GO TO OPERATION 10 ;
IF EQUAL GO TO OPERATION 5 ; OTHERWISE GO TO OPERATION 2 .

TRANSFER A TO D .

WRITE-ITEM D .

JUMP TO OPERATION 8 .

TRANSFER A TO C .

MOVE UNIT-PRICE (B) TO UNIT-PRICE (C) .

WRITE-ITEM C .

READ-ITEM A ; IF END OF DATA GO TO OPERATION 14 .

JUMP TO OPERATION 1 .

READ-ITEM B ; IF END OF DATA GO TO OPERATION 12 .

JUMP TO OPERATION 1 .

SET OPERATION 9 TO GO TO OPERATION 2 .

JUMP TO OPERATION 2 .

TEST PRODUCT-NO (B) AGAINST 2Z2Z2ZZZ2%Z2Z%%2%ZZ ; IF EQUAL GO TO OPERATION 16 ;
OTHERWISE GO TO OPERATION 15

REWIND B .

CLOSE-OUT FILES C ; D .

STOP . (END)

IDENTIFICATION DIVISION.
PROGRAM-ID. hello-world.
PROCEDURE DIVISION.

DISPLAY "Hello, world!"




ALGOL, 1958

procedure Absmax(a) Size:(n, m) Result:(y) Subscripts:(i, k);
value n, m; array a; integer n, m, i, k; real y;
comment The absolute greatest element of the matrix a, of size n by m,
is transferred to y, and the subscripts of this element to i and k;
begin
integer p, q;
y :=0; i :=k = 1;

for p := 1 step 1 until n do
for g := 1 step 1 until m do
if abs(a[p, g]) > y then
begin y := abs(a[p, q]);
i ¢='p; k = q
end

end Absmax




LISP, 1958
(defun factorial (n &optional (acc 1))
(if (= n 0) acc

(factorial (- n 1) (* acc n))))

“Lisp is the medium of choice for people who enjoy free style
and flexibility.”

— Gerald Jay Sussman (introduction to [Friedman, 1987], p. ix)

Lisp first had: tree data structures, automatic storage
management, dynamic typing, conditionals, higher-order
functions, recursion, and the self-hosting compiler. (First? REPL)



MERVYN PRAGNELL'S LOGIC STUDY
GROUP, LATE 19505

The sessions were held illicitly after-hours at Birkbeck College
(University of London), without the knowledge or permission of the

college authorities. Pragnell knew a lab tech with a key that would let
them in.

Members included: Christopher Strachey, Peter Landin, Rod Burstall,
Dana Scott, Robin Milner (and more)...
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CHRISTOPHER STRACHEY, 1916-
1975




PETER LANDIN, 1930 - 2009




PETER LANDIN'S PAPERS

Mechanical evolution of expressions (1964).

A correspondence between ALGOL-60 and Church's lambda-
notation (1965).

The next 700 programming languages (1966).

Programs and their proofs: an algebraic approach (1968). With
Rod Burstall.



ISWIM, 1966

“If you See What | Mean”

ISWIM is an imperative language with a functional core, consisting of
a syntactic sugaring of lambda calculus, plus mutable variables and
assignment and a powerful control mechanism—the J operator.
Because it is based on the lambda calculus, ISWIM has higher order
functions and lexically scoped variables.



PETER LANDIN'S CONTRIBUTIONS

Term “syntactic sugar” Algebraic data types
Functional programming languages Streams
Domain-specific languages Connection between streams and

coroutines

SECD machine

Si?nificant whitespace (the off-side
rule)

Graph reduction
Sharing
Strictness analysis

Where expressions Delayed evaluation

Disentangling nested applications

: | Partial evaluation
into flat where expressions

Circularity to implement recursion
J Operator

Closures
First-class continuations



HASKELL CURRY, 1900-1982




CURRY-HOWARD ISOMORPHISM

Curry -Howard Isomorph.sm .

h Category theory for JavaScript programmers #22: Curry-Howard
,_'-:25-53 M—Y isomorphism
?(OVOS\.x" "N : ; Cov\-\-’rac+ Mike Stay

6\)&(&9.0( L. i 840 vi
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THEOREM PROVERS (TO TODAY)

LCF

HOL series (HOL88, HOL90, HOL98, HOL4, HOL Light, ProofPower,
HOL Zero)

F*
Coq
Isabelle
Agda



LCF, 1972

AD-785 072

LOGIC FOR COMPUTABLE FUNCTIONS
DESCRIPTION OF A MACHINE IMPLEMENTATION

Robin Milner

Stanford University




ROBIN MILNER, 1934-2010

“The idea of a machine proving theorems in
logic, and the idea of using logic to
understand what a machine was doing... This
double relationship began to inspire me
because it was clearly not very simple.”




NPL, 1977

setofeven(X) <= <:x: X 1n X & even(x) :>




HOPE, 1977

dec fact : num -> num;
-—— fact 0 <= 1:

—-—- fact n <= n*fact(n-1);




HINDLEY-MILNER TYPE INFERENCE,
1978

Algorithm W

rz:0el’ 1=1inst(o)
_— [Var]
Ftwa:r

F'twe:mgo 'Fwer:nn 7 =newvar unify(ry, m — 7')

A
FI—W €0 61:7" [ PP]

r=newvar I, z:7Fwe:7

Ab
I'twAzx.e:7— 7 [Abs]

I'bwep:T T,z:T(n)Fwer:7

Let
I'Fw letx =€y ine; : 7 b




EDINBURGH LCF, 1979

There are no doubt many ways of compromising between these two
styles, in an attempt to eliminate the worst features of each - e.g.
the inefficient general search strategies of automatic theorem
provers, and the tedious and repetitive nature of straight proof
checking. The main aims of our system are as follows:

(1) To provide an interactive netaianguage (ML) for conducting
proofs, in which in principle almost any style can be programmed,
but which provides the greatest possible security against faulty

(2) To accomodate well a particular style which we believe is
natural.

(3) To experiment with ML and with this style of proof in the
particular calculus PPLAMBDA, in which properties of recursively
defined functions over a wide variety of domains can be quite well
formulated (in particular, problems to do with the syntax and
semantics of programming languages) and in which proofs are often
found by one of a few good strategies, together with rather few
creative steps supplied by the user. ;

These aims - particularly the provision of a metalanguage - arose
from an earlier implementation of a restriction of PPLAMBDA carried
out at Stanford in 1971-2 (see Bibliography under LCF Studies). 1In




ML, 1979

fun fact n = let
fun fac 0 = 1
| fac n = n * fac (n - 1)

in
if (n < 0) then raise Fail "negative argument”
else fac n

end
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LUCA CARDELLI & VAX ML, 1981

New features: Importance: s
- New labelled record and Demonstrates viability of ML .
union types a general language with an

- The el e far muielle efficient implementation.

values Creates incentive to control

: : roliferation of dialects
- Declaration combinators for ¥

building compound An immediate precursor of
declarations Standard ML
— Modules A testbed for early experiments

_ Stream 1/0 w/ bi-directional with Standard ML design

streams.



STANDARD ML DESIGN STARTS
19383.

You've worked with Simon Peyton Jones and Sir Tony Hoare who are both at Cambridge Labs. Did you
feel a sense of competition with them?

MILNER: [I've talked with them, much less with Simon than with Tony. The reason is that | stopped working on

programming language design a long time ago; and in ML | was more focussed on establishing a formal
definition that would remain unchanged, whereas Simon - quite rightly and fruitfully - aims at conceptual

development through the medium of a changing language. I'm sure we agree that it's hard to do both at
once, and that the two aims are complementary.

First participants:

Rod Burstall, Luca Cardelli, Guy Cousineau ,Mike Gordon, David
MacQueen, Robin Milner, Kevin Mitchell, Alan Mycroft, Larry Paulson,
David Rydeheard, Don Sannella, John Scott, Brian Monahan, Stefan
Sokolowski. Gerard Huet. Peter Mosses. David Schmidt
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STANDARD ML, 1990

local

—_

rec dala 'a seq < nd ICons of'a 'a seq,

In

;E, 'a mono.w:(. {=> 'a s‘eq/

wifh

- loced ree var a}; ¢— fin nd,m .om
[ cons(.@)m . cons(x,ap(¥,m)
In
vor emply <— absmoneid il
and Snglefon (x) <— absmoneid (cons (x, nil))

ad  concat (aésmnéd, ¢ 5 absmenad m) == aé‘in‘cno;.d ( 4{)( Z, ‘M))




OBJECT-ORIENTED PROGRAMMING
GOES VIRAL

C++, 1983. C++ 2.0 19809.

New features in 2.0 included multiple inheritance, abstract classes,
static member functions, const member functions, and protected
members.

Java, initiated 1991. First version, 1995.
C# & .NET, first initiated, 1999. First released: 2002.



ML-2000 TALKS START, 1993

Should we add OO capabilities?



OTHER WILD MLS APPEAR

Standard ML of NJ ANU ML, late 80s
=> MLj Harlequin ML, 1996
=> SML.NET Moscow ML, 1994
PolyML
CAML, 1985 MLKit
=> Caml Light, 1991 Miton | N

=> Caml Special Light, 1995 MLWorks

=> OCaml, 1996 SML ’97
=> F#, 2005 QML '
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DON SYME




My F# Journey to 2010

The Ship e Microsoft Research & .NET

.. o] : Li
The Origin 998: Java, Ocaml, Scheme, Lisp,

Haskell, COM, TclTk, Pizza, GJ, MLj

The Destination e 2010: C# 4.0-5.0, F# 2.0




So much of what | loved about programming, was just
missing from the experience of programming in Java. And
that, in a sense, was a big driving motivation. And as C#
1.0 occurred, | was faced with a desperate situation: that |
might actually have to do all my programming in either
Java or C# 1.0. And | actually had to do personally do
something about this at Microsoft, either by improving C#
to the point that it was what | wanted to use, or by working
on a new language.



PUSH FOR .NET GENERICS MAKE IT
IN TO C# 2.0, 1999-2004

Microsoft
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BUG FIXES FOR GENERICS, 2002-
2004

Here are the compulsory bug-fix stats, ... Some of these bugs hide an awful lot of work...

Whidbey M1 (Q3-Q4 2002) M2 (Q1-Q2 2003) Betal (Q3,Q4 2004)
CLR/C# Generics bugs fixed by Cambridge 39 258 229
CLR Generics bugs fixed by CLR team 2 13 ~45

C# Generics bugs fixed by C# team 75 27

Bugs Opened by Cambridge
Total bugs fixed with the word “generics”...




IN WHICH WE FINALLY MEET THE
HERO OF OUR STORY: F#

/// Fibonacci Number formula
let rec fib n =
match n with
| 0| 1 -=>n
| -> £fib (n - 1) + £ib (n - 2)

/// Another approach - a lazy infinite sequence of Fibonacci numbers
let fibSeq = Seq.unfold (fun (a,b) -> Some(a+b, (b, a+b))) (0,1)

// Print even fibs

(1 .. 10]

|> List.map fib

|> List.filter (fun n -> (n % 2) = 0)
|> printList

// Same thing, using a list expression
[ for i in 1..10 do

let r = fib i

if r $ 2 = 0 then yield r ]
|> printList




A FEW PAPERS RELATED TO F#

Tomas Petricek and Don Syme, The F# Computation Expression Zoo, in Proceedings of Practical Aspects of Declarative
Languages, ACM, 2014.

Don Syme, Kenji Takeda, Keith Battocchi, Donna Malayeri, and Tomas Petricek, Themes in Information-Rich Functional
Programming for Internet-Scale Data Sources, ACM, 24 January 2013.

Don Syme, Keith Battocchi, and Gordon Hodgenson, Creating a Type Provider (F#), Microsoft, 12 January 2013.

Don Syme, Adam Granicz, and Antonio Cisternino, Expert F# 3.0, Apress, 7 November 2012.

Don Syme, Keith Battocchi, Kenji Takeda, Donna Malayeri, Jomo Fisher, Jsack Hu, Tao Liu, Brian McNamara, Daniel Quirk, Matteo
Taveggia, Wonseok Chae, Uladzimir Matsveyeu, and Tomas Petricek, F#3.0 - Strongly-Typed Language Support for Internet-
Scale’mformation Sources, no. MSR-TR-2012-101, 21 September 20T2.

X(():rl{]/laszg(]at]ricek, Don Syme, and Alan Mycroft, Extending Monads with Pattern Matching, inProceedings of Haskell Symposium,

Tomas Petricek and Don S)/me, Joinads: a retargetable control-flow construct for reactive, parallel and concurrent programming,
in Proceedings of Practical Aspects of Declarative Languages, ACM, 20T1T.

Donald Syme, Tomas Petricek, and Dmitryé Lomoyv, The F# Asynchronous Programming Model, in/n Proceedings of Principles and
Applications of Declarative Languages, 2011, ACM SIGPLAN, 20TT.

composite events, in /SMM 10

Tomas Petricek and Donald Syme, Collecting hollywood's garbage: avoiding space-leaks in co
PLAN, 2010.

Proceedings of the 2010 international symposium on Memory management , ACM SIG

Don Syme, The F# Draft Language Specification, Microsoft, 1 February 2009.
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F# 1.0, 2005
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Manual
T0 mstall save and unpack the np file f= Manual

Pudkcat-ons USETS report the "save” works but "open
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UNITS OF MEASURE, 2008

let gravityOnEarth = 9.81<m/s"2> // an acceleration
let heightOfMyOfficeWindow = 3.5<m> // a distance

let speedOfImpact = sqrt (2.0 * gravityOnEarth + heightOfMyOfficeWindow)

AAAAAAAAAANIAAAAAAAAAAAAAAANAAAAAAAAA



TYPE PROVIDERS, 2009

"Let’s #r a database!” W77
2010: Jomo Fisher prototypes the Excel and Freebase ' |

type providers

2011: Decided to make it a feature of F# 3.0. Was
called “awesome typing.”



2010



F# 2.0 INCLUDED IN VISUAL STUDIO
2010

Visual Studio
+ 2010




F# IS OPEN SOURCED! 2010

cdd
By s

‘ ~ Miguel de Icaza 7 Follow

—
Guys, Don Syme is on twitter Isyme he is about to
announce something huge. Everyone follow!

l_Jses the Apache N e
license




F# 2.0, 2010

F#1.0 F# 2.0

« Functional » Active patterns
programming « Units of measure

« Discriminated unions =« Sequence expressions

» Records « Asynchronous

e Tuples programming

» Pattern matching « Agent programming

« Type abbreviations « Extension members

« Object programmin « Named arguments
Features Joct prog g g

added » Structs « Optional arguments

« Signature files  Array slicing

« Scripting files « Quotations

« Imperative « Native interoperability
programming « Computation

« Modules (no expressions
functors)

» Nested modules

« .NET Interoperability




F# The F# Software Foundation

FSHARP.ORG, 201

Created by Phil Trelford, Tomas Petricek,
Don Syme

2012: Early talks were fueled by much tea
and cake. Domain purchased, and folks
joined by emailing.

2014: Formally organized.

2015: Board elections held; 501c(3)
Charitable organization.

2016: Nearly 1000 members, training
programs, working groups (join!).




F# 3.0, 2012

F#1.0 F# 2.0 F# 3.0(8l

» Functional » Active patterns « Type providers
programming « Units of measure « LINQ query

« Discriminated unions =« Sequence expressions expressions

» Records « Asynchronous » CLIMutable attribute

e Tuples programming « Triple-quoted strings

» Pattern matching « Agent programming » Auto-properties

« Type abbreviations « Extension members « Provided units-of-

« Object programmin « Named arguments measure
Features Joct prog g 9

added » Structs « Optional arguments

« Signature files  Array slicing

« Scripting files « Quotations

« Imperative « Native interoperability
programming « Computation

« Modules (no expressions
functors)

» Nested modules

« .NET Interoperability




F# MOVED TO GITHUB, 2015

w Visual F¥ Team

The day has arrived: Visual #fsharp has moved to
Github:git!

M 8'("(_}




F# 3.1, 2015

F#1.0 F#2.0 F# 3.00'8 F#3.1019

» Functional » Active patterns « Type providers « Named union type fields
programming « Units of measure « LINQ query « Extensions to array slicing

« Discriminated unions =« Sequence expressions expressions « Type inference

» Records « Asynchronous « CLIMutable attribute enhancements

e Tuples programming « Triple-quoted strings

» Pattern matching « Agent programming » Auto-properties

« Type abbreviations « Extension members « Provided units-of-

« Object programmin « Named arguments measure
Features Joct prog g 9

added » Structs « Optional arguments

« Signature files  Array slicing

« Scripting files « Quotations

« Imperative « Native interoperability
programming « Computation

« Modules (no expressions
functors)

» Nested modules

« .NET Interoperability




F# 4.0, 2016

F#1.0 F# 2.0 F# 3.0(1€] F# 3.11'9 F# 4.0 / planned!2®!

« Functional « Active patterns » Type providers « Named union type fields « Printf on unitized values
programming « Units of measure » LINQ query « Extensions to array slicing Extension property initializers

« Discriminated unions =« Sequence expressions expressions « Type inference Non-null provided types

» Records « Asynchronous « CLIMutable attribute enhancements Primary constructors as functions

« Tuples programming « Triple-quoted strings Static parameters for provided

» Pattern matching « Agent programming » Auto-properties methods

« Type abbreviations « Extension members » Provided units-of- Printf interpolation

« Object programmin « Named arguments measure Extended #if grammar
Features Joct prog g g g

addad » Structs « Optional arguments « Support for 'fixed

« Signature files  Array slicing « Tailcall attribute

« Scripting files « Quotations « Multiple interface instantiations

e Imperative « Native interoperability « Optional type args
programming « Computation « Params dictionaries

« Modules (no expressions
functors)

» Nested modules

« .NET Interoperability




Thank you to our contributors

Visual F# 4.0 marks the first major-version release of the F# language and VS tools to include community contributions. As such, we offer a
heart-felt “thank you!” to all of the F# community developers who contributed code, opened issues, or dogfooded early builds.




TODAY: TYPE PROVIDERS ARE
BLOSSOMING
‘

+ many more!




AND BY TYPE PROVIDERS, | MEAN
THE COMMUNITY.

http://fsharp.org, FSSF Slack

F# Weekly
http://fsharpforfunandprofit.com
F# Conf videos

c4fsharp.net

F# COMMUNITY

fssnip.net

#fsharp on twitter
GitHub.com/fsprojects

Google groups


http://fsharp.org/
http://fsharpforfunandprofit.com/
http://c4fsharp.net
http://fssnip.net
http://github.com/fsprojects
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